The management of variability plays an important role in successful software product line engineering. There is a need for a universal variability management approach to be consistent and scalable; it should provide traceability between variations at different levels of abstraction and across various generic development artifacts; and there should be a means for visualizing variability. Focusing specifically on the aspect of traceability in the context of such an approach, we define a conceptual variability model that captures variability information in a third dimension, and allows a 1-to-1 mapping of variability between the problem space and the solution space. Decision models, of which the feature model is most popular, are commonly used for, amongst others, managing traceability of variation. These, however, usually reside in a two dimensional space. We analyze the feature model in a small case study with regards to our conceptual variability model, and present our findings.
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1. INTRODUCTION

Software product line engineering is an approach that develops and maintains families of products while taking advantage of their common aspects and predicted variabilities [Weiss and Lai 1999]. A product line infrastructure is developed based on the commonality and variability that exists between the products in a family. Commonality defines those characteristics that are the same between products, whereas variability implies the opposite, i.e. the differences between the products.

“Software variability is the ability of a software system or artifact to be changed, customized or configured for use in a particular context. A high degree of variability allows the use of software in a broader range of contexts, i.e. the software is more reusable” [Bosch 2004]. Software, specifically in software product lines, needs to support increasing amounts of variability, so that the complexity of managing the amount of variability becomes a main concern that needs to be addressed.

Managing variations at different levels of abstraction and across all generic development artifacts is a daunting task, especially when the systems supporting various products are very large, as is common in an industrial setting. Traceability will improve the understanding of system variability, as well as support its maintenance and evolution. With large systems the necessity to trace variability from the problem space to the solution space is evident. Approaches for dealing with this complexity of variability need to be clearly established.

In [Berg and Muthig 2005], it has been recognized that a unified approach for variability management has yet to be defined. There are four essential characteristics that such an approach must possess. These are consistency, scalability, traceability and a means for visualization. Therefore, only a consistent approach that is scalable, provides traceability between points of variation at different levels of abstraction and throughout all development phases, as well as provides a means for visualizing variability will be appropriate for the management of variation in a product line. This paper focuses on one of the four aspects, namely traceability, in the context of such a unified variability management approach.

1 A generic artifact is a product line artifact that contains variant elements representing product line variability.
In literature it is acknowledged that there is a need for establishing general traceability among all artifacts in both problem and solution space, which includes variability information in software product lines. Many tools and approaches for handling different facets of traceability exist [von Knethen 2001]. However, even though tool support is a necessity, current tools still allow human decision making only in a limited way to interfere with the static development processes inherently supported by the tools. Moreover, experience has shown that it is practically infeasible to provide traceability for every single aspect consistently throughout development phases and over time.

For this reason, and the earlier mentioned importance of explicitly managing variability in software product lines, we limit our focus on tracing variability only. Since variability distinguishes single system development from system family development and determines, to a great extent, the success of a software product line, it is more beneficial to establish 100% traceability for variation between generic artifacts, than 80 % traceability between all artifacts.

We define a conceptual variability model that addresses traceability of variations at different levels of abstraction and across various generic development artifacts, while adhering to the specified requirements of a unified approach. The model is concerned with explicitly describing variability information\(^2\) in the third dimension and thus also providing a 1-to-1 mapping of variation between problem and solution space.

Software engineering for single systems has thus far been done in two dimensions. One dimension represents the phases of development and the other, levels of abstraction. All development artifacts can be placed somewhere in these dimensions. With the addition of variability in software product line engineering, we add a third dimension that explicitly captures variability information between product line members. It is the management of variability in this dimension that our conceptual model deals with. See Figure 1.

Simply identifying and modeling variabilities among the products in a product line does not define what features are associated with what products, as well as what dependencies and interrelationships exist among variabilities. This information is captured in what is called a decision model. Essentially a decision model consists of decisions that relate user visible options to specific system features and finally to variation points within generic artifacts.

We consider feature modeling, a common decision modeling approach known in literature to be used for the management of variabilities in software product lines. The feature model has been recognized by Riebisch [2003, 2004] to be the model that closes the gap between the problem space and the solution space by providing means for tracing variability. With the use of a small library system product line case study, we critically analyze the feature modeling approach with regards to our conceptual variability model for traceability, and compare the results to determine whether they coincide with the requirements set for a unified approach.

The main contribution of this paper is aimed at establishing a conceptual variability model for tracing variability in software product lines firstly, by explicitly modeling variability information in a third dimension separate to that of

\(^2\) Variability information refers to points of variation, their relationships and dependencies.
Section 2 of this paper defines the requirements for a unified variability management approach. In Section 3 the concepts of traceability between development spaces is described, followed by the conceptual variability model for supporting traceability of variation in the third dimension. Section 4 briefly describes the feature modeling approach with regards to tracing variability in a library system product line, followed by an analysis and comparison of the model with regards to our conceptual variability model. Section 5 concludes the paper and describes future work.

2. A UNIFIED APPROACH FOR VARIABILITY MANAGEMENT

To harvest the full benefits of software product lines, variability needs to be managed in an appropriate and consistent way across all software development phases. That is, independent of the level of abstraction or the product-specific context, variation should be easily managed in a unified approach. According to Beuche et al. [2004], methods for supporting variability management need to consider the following:

─ Models expressing commonality and variability to support variability management need to be simple, yet universal;
─ Variability must be manageable at all levels of abstraction;
─ The introduction of new variability expression techniques should be easily possible.

A unified approach needs to possess four important characteristics when being considered for managing variability. The approach needs to be consistent, scalable, provide traceability between points of variation at different levels of abstraction and throughout all development phases, and provide a means to visualize the variability.

─ **Consistency**: Standardization can prevent confusion and the incorrect usage of an approach. Variability should be handled the same way at different levels of abstraction and across development phases. A consistent approach reduces the possibility of errors that might occur when using different methods for managing variability at different abstraction levels.

─ **Scalability**: Whether dealing with only a single component or a large complex system, variability must be easily manageable. It is not sufficient for a method to be successful in managing variability on a small scale, but becomes too complex to handle on a larger scale. A method should not only be scaleable upwards, but also downwards. That is, it should be economically useful when applying product line principals to only a small system or sub-system without extraordinary effort and overhead.

─ **Traceability**: Variability at different levels of abstraction and across development phases are associated with each other and need to be linked to simplify evolution and maintenance of a software product line. These multi-dimensional relationships need to be appropriately managed.

─ **Visualization**: The visualization of variability and its dependencies between products in a product line promotes understandability of variation and provides an overview thereof.

As shown in [Berg and Muthig 2005], an approach satisfying all of the above requirements has not yet been clearly defined. This paper only concentrates on the aspect of traceability in the context of such a unified approach.

3. CONCEPTUAL VARIABILITY MODEL FOR TRACEABILITY

Traceability is the link describing a relationship or dependency between two artifacts developed during the various phases of software engineering. Being able to capture this traceability is a challenging task. Moreover, with the introduction of variability in product lines, the relationships and dependencies between generic artifacts become even more intricate, and therefore even harder to capture and manage. Well established traceability improves the comprehension of the product line infrastructure and its product-members’ development, and provides support for their evolution and maintenance [Sametinger and Riebisch 2002].

The concept of our variability model is based on some of the ideas of multi-dimensional separation of concerns, where software artifacts are modeled and implemented by permitting separation of overlapping concerns along multiple dimensions of composition and decomposition [Tarr et al. 1999]. Our model is intended to encapsulate all and only the variability concerns across the development space. It separates the variability information out of generic artifacts, and thereby facilitates traceability.

3.1 The Concepts

The terms **problem space** and **solution space** have been previously introduced by Czarnecki and Eisenecker [2000]. The problem and solution space together represent the development phases of software product line engineering, as in the context of this paper. See Figure 2. The problem space generally refers to systems’ specifications established during the domain analysis and requirements engineering phases, whereas the solution space refers to the concrete systems created during the architecture, design and implementation phases. All the developed artifacts collectively form the product line infrastructure.
Traditionally a decision as to whether a certain characteristic is included in a product or not was made in the problem space during scoping activities and the software product was designed accordingly. However, with the development of a product line, these decisions need to be delayed in the development process to the point where it is most beneficial to an organization [van Gurp et al. 2000]. Consequently, variability must not only be considered in the problem space, but also in the solution space, and therefore needs to be managed at each development phase, from the initial requirements to the final implementation [Myllymäki 2002].

Variability is realized in all generic artifacts as variation points. According to Jacobson et al [1997], “a variation point identifies one or more locations at which the variation will occur”. Czarnecki and Eisenecker [2000] state that “variation points allow us to provide alternative implementations of functional or non-functional features”. Variation points may thus appear in various generic artifacts and at any level of abstraction. The relationships and dependencies between variation points need to be explicitly captured and appropriately managed in order to reap the benefits of traceability, as mentioned above.

Ideally, traceability should provide a link for relationships and dependencies between all variation points in the development artifacts, from the problem space to the solution space [Sochos et al. 2004]. Such a link would imply a 1-to-1 mapping. Currently, the opposite is true. As one moves between the problem space and the solution space there is usually an n-to-n mapping between, for example, variations specified in the requirements and variations modeled in the design. To exemplify, a variation point in the requirements specification may be realized by a number of variation points scattered across various components. At the same time, a single component might realize a number of variable requirements. See Figure 3. In Tarr et al. [1999], such relationships are described as scattering and tangling.

3.2 The Model
To achieve a 1-to-1 mapping between variability represented in the problem space and the solution space, it is necessary to introduce a conceptual variability model that explicitly captures and structures the individual variation points’ information for each generic artifact, i.e. their relationships and dependencies, and thus provides the appropriate mapping between all variation points in the two dimensional space. The model does not represent yet another level of abstraction in the development process, but rather a third dimension for variability, covering the whole development space. It explicitly and uniformly captures and structures the variation points of each artifact and traces them to their appropriate dependent or related variation points in other artifacts. See Figure 4.

The structure of development artifacts are determined by structures useful for capturing system information, such as requirements, architectural views, or design information. Variation points, representing variability, are woven into these structures given by single system software development approaches. Hence, the room for capturing relationships among variation points, even in a single two dimensional artifact, is limited. This is not the case when working in the third dimension. There, all variation points are located in one space. They are kept in a structure that is optimized for capturing relationships and constraints among variation points, or decisions, without a direct link to a development artifact’s variation point.
Every variation point is related to a decision [Muthig and Atkinson 2002]. Decisions are variation points that constrain other variation points and that can explicitly be related to a domain concept. Hence, decisions are meant to structure and document variation points, especially their inter-relationships and dependencies. A decision defines a question that captures the essence of the related variability in the sense that answering this question corresponds to resolving the decision, which is a variation point. A simple decision is a variation point identifying only one location in a generic artifact. It is a decision that is directly related to a generic artifact and that does not constrain other variation points.

In [Muthig 2002], a metamodel for product line artifacts is described. Here, a variation point, i.e. an optional requirement or class, is defined as both a variant model element and a decision. Hence, if you create a variant model element in the two dimensional development space, this model element also has a third dimension in the variability direction. Because the model element cannot be separated from the directly connected simple decision, both together being the variation point, information of these elements are created in the variability dimension by nature.

Looking from the variability dimension, only at the bottom, in the two dimensional space of development, decisions are simple decisions that are part of a generic artifact. All other decisions in the variability dimension are not generic artifacts, but are connected with simple decisions via constraints. Therefore, every decision in the conceptual variability model is grounded in the development space. Figure 7 illustrates an example of our model.

By not restricting the model to a specific development space and capturing individual variability information for each generic artifact, the model conforms to the requirements of a unified variability management approach. Since variability information is uniformly captured for individual generic artifacts across all development phases; whether it is for a single stand-alone component or for the whole product line, the model makes provision for consistency and scalability; it also provides all information necessary for visualizing variability with regards to their relationships and dependencies.

4. ANALYSIS OF FEATURE MODEL SUPPORT FOR TRACING VARIABILITY

The feature model is currently used by some product line engineers for the management of variability, and amongst others traceability of variation. The library system product line is used in a small case study to evaluate the use of feature modeling in tracing variability between the problem and the solution space. The following sections briefly describes and analyzes the use of the feature model for traceability support in a library system product line, followed by an comparison of the model with regards to the conceptual variability model for traceability, as defined in section 3.
4.1 The Feature Model

Feature modeling, originating from the Feature-Oriented Domain Analysis (FODA) method [Kang et al. 1990], is commonly used in literature for the management of variability in software product lines. As part of the Domain Analysis method, feature models are used to describe and hierarchically structure common and variable features for product line-members. Features represent product capabilities and characteristics that are important to the user. A feature indicating variability corresponds to a variation point. See Figure 5.

The feature model, in Figure 5, shows that a library system has, amongst others, a loan feature, and an optional reservation and suggestion feature. The reservation feature has two alternative sub-features, either with or without a reservation fee. For a detailed description of our library system product line case study, see [Bayer et al. 2001].

In [Riebisch 2003], feature models are said to be the artifact that closes the gap that exists between the problem space and the solution space by providing traceability between other development artifacts. By using features to abstract the many requirements of a large product family to a higher level, the complexity of variability is somewhat reduced and an n-to-1 mapping between requirements and features is achieved. However, the additional use of features in the problem space does not affect the n-to-n relationship that remains between variation points of artifacts in the problem and those in the solution space, as illustrated by Figure 6.

4.2 Analysis

When using the feature modeling approach to model variability during the development of the library system product line, requirements are abstracted to a higher level, thereby providing a better overview of the product line features. The relationship that exists between the single variable requirement and the variable feature representing it needs to be established and captured. Furthermore, since the feature model is supposed to provide traceability between problem and solution space, the variable features must also be traceable to the individual variation points in the artifacts of the solution space. Here, only an n-to-n relationship can be established.

Having to create and maintain these relationships between the feature model and other product line artifacts results in the same problem that was established for single-system development; it is not different from general traceability. Since the feature model resides in the two dimensional space, and can be seen as simply another product line artifact, all that it contributes to, is additional effort to created and maintain general traceability links between artifacts.

Many feature modeling approaches are used to represent variability in the problem space, i.e. at the requirements level [Kang et al. 1998], or in the solution space, i.e. at the architecture [Weiler 2003] or source code level [Czarnecki and Eisenecker 2000]. These approaches often do not address traceability between artifacts across problem and solution space. Furthermore, there are a few feature modeling approaches that address traceability between the two development spaces, i.e. features in the problem space are traced to design elements in the solution space by using additional models and tools [Beuche et al. 2004, Sochos et al. 2004]. These, however, usually deal with traceability between features and a specific artifact only, and not between other generic development artifacts as well.

Figure 7 illustrates how the conceptual variability model would improve the traceability of variation from problem to solution space. The Reservation variation point in the third dimension contains the variability information, that is the relationships and dependencies, for all the variation points in the various generic artifacts spread across the development space. Therefore, by resolving the variation point in the third dimension, i.e. by simply answering the question of whether a specific Library System instantiation needs to support the reservation feature or not, the individual generic artifacts can be automatically configured where necessary. It is now also possible to trace exactly where and which artifact will be impacted when making changes to a single specific artifact, or when evolving the product line as a whole.

---

3 The user represents any interested stakeholder or external system.
A user can reserve a book when it is not reserved by another user.

ALT-24-2: A user can own a book.

ALT-24-3: A user can own a book.

1. Feature Model
   - Library System
     - Loan
     - Reservation
       - With Reservation Fee
       - No Reservation Fee
   - Suggestion

1. Architecture/Design
   - LoanManager
     - reserve(Book, Account)
     - return( loan date, loan info)
4.3 Comparison

The hierarchical tree-like structure of variable features in the feature model provides an excellent means for visualizing variability, and is therefore generally used for representing and communicating variation to the users of a product line. However, numerous differing and inconsistent feature modeling approaches exist, and a consistent method has yet to be defined and standardized.

When applying feature modeling techniques to illustrate variable features and their inter-dependencies of a number of large product-members, the feature model rapidly increases in size to such an extent that it becomes too complex to manage and impossible to keep an overview of. Scalability-issues are dealt with by modeling certain features, important to specific users, in separate diagrams and, sometimes, at different levels of abstraction.

Although several approaches use feature modeling for representing variability at different levels of abstraction, it is not clear how the features in different feature models and at different levels of abstraction are related to one another. As such, feature-modeling approaches that address the traceability of variation across development spaces have not been clearly defined. For this reason, the feature model does not provide sufficient support for traceability of variation in the context of a unified approach.

Even though the conceptual variability model does not explicitly provide a means for visualizing variability in a tree-like structure as the feature model does, it captures all the necessary information to generate user-specific views of variability in either a table format or a hierarchical tree-like structure.

The model consistently captures variability information at any level of abstraction for individual product line artifacts. Usually, depending on the development methodology used, the system as a whole can be seen as a single product line artifact [Atkinson et al. 2001]. Thus, whether dealing with a single component or with the complete system, the variability model is structured in such a way that it provides scalability and consistency.

Traceability is dealt with by capturing variability information explicitly and modeling the dependencies and relationships separate from other development artifacts. A great amount of information needs to be captured and it would seem infeasible to do so, however tool support [Kruse 2004] is a necessity for successful variability modeling. The sheer size of the variability information and the human interaction needed, poses a number of challenges that still need to be addressed when considering the capturing of this information. It would be worthwhile investigating whether
automating this process is at all feasible. The conceptual variability model provides a global approach for consistently managing variation at all levels of abstraction, from the problem space to the solution space.

### Table 1. Comparison between the Feature Model and Conceptual Variability Model

<table>
<thead>
<tr>
<th></th>
<th>Feature Model</th>
<th>Conceptual Variability Model</th>
</tr>
</thead>
<tbody>
<tr>
<td>Consistency</td>
<td>-</td>
<td>+</td>
</tr>
<tr>
<td>Scalability</td>
<td>-</td>
<td>+</td>
</tr>
<tr>
<td>Traceability</td>
<td>-</td>
<td>+</td>
</tr>
<tr>
<td>Visualization</td>
<td>+</td>
<td>+</td>
</tr>
</tbody>
</table>

Table 1 shows a comparison between the feature model and the conceptual variability model for traceability with regards to a unified approach.

## 5. CONCLUSIONS AND FUTURE WORK

Variability, and its management, is the distinguishing factor between conventional software engineering and software product line engineering. Traceability of variability in a software product line is crucial for its success; it is needed everywhere. For this reason, a sound and systematic approach is required.

This work proposes a unified approach for successful variability management. Focusing on the aspect of traceability of variation, which is a requirement of such an approach, a conceptual variability model is defined that captures variability information in the third dimension, and not in the two dimensional space where development artifacts reside.

The feature model, thus far used in literature as an approach for managing and tracing variability amongst others, is compared to the conceptual variability model. It has both its strengths and weaknesses when used for the management of variability. The analysis results have shown that even though the feature model provides an excellent means for visualizing variability at individual levels of abstraction, it does not improve the traceability between generic artifacts across development spaces. The feature model is only yet another development artifact, at a different level of abstraction in the two dimensional space. Furthermore, additional traceability between its model elements and other model elements needs to be established. Therefore, it is insufficient to use it as a means for tracing variability from the problem to the solution space. Moreover, it does not satisfy all the requirements of a unified approach.

The conceptual variability model, although not having specific visualization mechanisms, provides traceability between the problem and solution space, as well as satisfies the requirements of a unified approach. It was also established that the feature model, with its strong visualization capabilities for variation, compliments the conceptual variability model by providing appropriate views of the variability information being captured.

In future work, we look towards combining the strengths of the two approaches and extend the conceptual variability model with user-defined views of product line variability, such as with the feature model. We will extend an existing tool that can capture variability information represented in the third dimension. The tool will allow specific variability information to be selected and extracted, so that a hierarchically structured representation can be generated in the two dimensional space, whilst still being managed in the three dimensional space.

The variability model presented in this paper needs to be thoroughly evaluated in order to determine its value in large industry-related product lines. We will now start to apply and assess our model so that it can be seamlessly adopted into a software product line development lifecycle.
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