So far, every geometric primitive has been drawn as either a solid color or smoothly shaded between the colors at its vertices—that is, they've been drawn without texture mapping. If you want to draw a large brick wall without texture mapping, for example, each brick must be drawn as a separate polygon. Without texturing, a large flat wall—which is really a single rectangle—might require thousands of individual bricks, and even then the bricks may appear too smooth and regular to be realistic.

Texture mapping allows you to glue an image of a brick wall (obtained, perhaps, by scanning in a photograph of a real wall) to a polygon and to draw the entire wall as a single polygon. Texture mapping ensures that all the right things happen as the polygon is transformed and rendered. For example, when the wall is viewed in perspective, the bricks may appear smaller as the wall gets farther from the viewpoint. Other uses for texture mapping include depicting vegetation on large polygons representing the ground in flight simulation; wallpaper patterns; and textures that make polygons look like natural substances such as marble, wood, or cloth. The possibilities are endless. Although it's most natural to think of applying textures to polygons, textures can be applied to all primitives—points, lines, polygons, bitmaps, and images. Plates 6, 8, 18–21, 24–27, and 29–31 all demonstrate the use of textures.

Because there are so many possibilities, texture mapping is a fairly large, complex subject, and you must make several programming choices when using it. For instance, you can map textures to surfaces made of a set of polygons or to curved surfaces, and you can repeat a texture in one or both directions to cover the surface. A texture can even be one-dimensional. In addition, you can automatically map a texture onto an object in such a way that the texture indicates contours or other properties of the item being viewed. Shiny objects can be textured so that they appear to be in the center of a room or other environment, reflecting the surroundings off their surfaces. Finally, a texture can be applied to a surface in different ways. It can be painted on directly (like a decal placed on a surface), used to modulate the color the surface would have been painted otherwise, or used to blend a texture color with the surface color. If this is your first exposure to texture mapping, you might find that the discussion in this chapter moves fairly quickly. As an additional reference, you might look at the chapter on texture mapping in Fundamentals of Three-Dimensional Computer Graphics by Alan Watt (Reading, MA: Addison-Wesley Publishing Company, 1990).

Textures are simply rectangular arrays of data—for example, color data, luminance data, or color and alpha data. The individual values in a texture array are often called texels. What makes texture mapping tricky is that a
rectangular texture can be mapped to nonrectangular regions, and this must be done in a reasonable way.

Figure 9-1 illustrates the texture-mapping process. The left side of the figure represents the entire texture, and the black outline represents a quadrilateral shape whose corners are mapped to those spots on the texture. When the quadrilateral is displayed on the screen, it might be distorted by applying various transformations—rotations, translations, scaling, and projections. The right side of the figure shows how the texture-mapped quadrilateral might appear on your screen after these transformations. (Note that this quadrilateral is concave and might not be rendered correctly by OpenGL without prior tessellation. See Chapter 11 for more information about tessellating polygons.)

![Figure 9-1 Texture-Mapping Process](image)

Notice how the texture is distorted to match the distortion of the quadrilateral. In this case, it's stretched in the x direction and compressed in the y direction; there's a bit of rotation and shearing going on as well. Depending on the texture size, the quadrilateral's distortion, and the size of the screen image, some of the texels might be mapped to more than one fragment, and some fragments might be covered by multiple texels. Since the texture is made up of discrete texels (in this case, 256x256 of them), filtering operations must be performed to map texels to fragments. For example, if many texels correspond to a fragment, they're averaged down to fit; if texel boundaries fall across fragment boundaries, a weighted average of the applicable texels is performed. Because of these calculations, texturing is computationally expensive, which is why many specialized graphics systems include hardware support for texture mapping.

An application may establish texture objects, with each texture object representing a single texture (and possible associated mipmaps). Some
implementations of OpenGL can support a special *working set* of texture objects that have better performance than texture objects outside the working set. These high-performance texture objects are said to be *resident* and may have special hardware and/or software acceleration available. You may use OpenGL to create and delete texture objects and to determine which textures constitute your working set.

This chapter covers the OpenGL's texture-mapping facility in the following major sections.

- "An Overview and an Example" on page 321 gives a brief, broad look at the steps required to perform texture mapping. It also presents a relatively simple example of texture mapping.

- "Specifying the Texture" on page 326 explains how to specify one- or two-dimensional textures. It also discusses how to use a texture's borders, how to supply a series of related textures of different sizes, and how to control the filtering methods used to determine how an applied texture is mapped to screen coordinates.

- "Filtering" on page 344 details how textures are either magnified or minified as they are applied to the pixels of polygons. Minification using special mipmap textures is also explained.

- "Texture Objects" on page 346 describes how to put texture images into objects so that you can control several textures at one time. With texture objects, you may be able to create a working set of high-performance textures, which are said to be resident. You may also prioritize texture objects to increase or decrease the likelihood that a texture object is resident.

- "Texture Functions" on page 354 discusses the methods used for painting a texture onto a surface. You can choose to have the texture color values replace those that would be used if texturing wasn't in effect, or you can have the final color be a combination of the two.

- "Assigning Texture Coordinates" on page 357 describes how to compute and assign appropriate texture coordinates to the vertices of an object. It also explains how to control the behavior of coordinates that lie outside the default range—that is, how to repeat or clamp textures across a surface.

- "Automatic Texture-Coordinate Generation" on page 364 shows how to have OpenGL automatically generate texture coordinates so that you can achieve such effects as contour and environment maps.
“Advanced Features” on page 371 explains how to manipulate the texture matrix stack and how to use the $q$ texture coordinate.

Version 1.1 of OpenGL introduces several new texture-mapping operations:
- Thirty-eight additional internal texture image formats
- Texture proxy, to query whether there are enough resources to accommodate a given texture image
- Texture subimage, to replace all or part of an existing texture image rather than completely deleting and creating a texture to achieve the same effect
- Specifying texture data from framebuffer memory (as well as from processor memory)
- Texture objects, including resident textures and prioritizing

If you try to use one of these texture-mapping operations and can’t find it, check the version number of your implementation of OpenGL to see if it actually supports it. (See “Which Version Am I Using?” on page 503.)

**An Overview and an Example**

This section gives an overview of the steps necessary to perform texture mapping. It also presents a relatively simple texture-mapping program. Of course, you know that texture mapping can be a very involved process.

**Steps in Texture Mapping**

To use texture mapping, you perform these steps.
1. Create a texture object and specify a texture for that object.
2. Indicate how the texture is to be applied to each pixel.
3. Enable texture mapping.
4. Draw the scene, supplying both texture and geometric coordinates.

Keep in mind that texture mapping works only in RGBA mode. Texture mapping results in color-index mode are undefined.
Create a Texture Object and Specify a Texture for That Object

A texture is usually thought of as being two-dimensional, like most images, but it can also be one-dimensional. The data describing a texture may consist of one, two, three, or four elements per texel, representing anything from a modulation constant to an (R, G, B, A) quadruple.

In Example 9-1, which is very simple, a single texture object is created to maintain a single two-dimensional texture. This example does not find out how much memory is available. Since only one texture is created, there is no attempt to prioritize or otherwise manage a working set of texture objects. Other advanced techniques, such as texture borders or mipmaps, are not used in this simple example.

Indicate How the Texture Is to Be Applied to Each Pixel

You can choose any of four possible functions for computing the final RGBA value from the fragment color and the texture-image data. One possibility is simply to use the texture color as the final color; this is the decal mode, in which the texture is painted on top of the fragment, just as a decal would be applied. (Example 9-1 uses decal mode.) The replace mode, a variant of the decal mode, is a second method. Another method is to use the texture to modulate, or scale, the fragment's color; this technique is useful for combining the effects of lighting with texturing. Finally, a constant color can be blended with that of the fragment, based on the texture value.

Enable Texture Mapping

You need to enable texturing before drawing your scene. Texturing is enabled or disabled using glEnable() or glDisable() with the symbolic constant GL_TEXTURE_1D or GL_TEXTURE_2D for one- or two-dimensional texturing, respectively. (If both are enabled, GL_TEXTURE_2D is the one that is used.)

Draw the Scene, Supplying Both Texture and Geometric Coordinates

You need to indicate how the texture should be aligned relative to the fragments to which it's to be applied before it's "glued on." That is, you need to specify both texture coordinates and geometric coordinates as you specify the objects in your scene. For a two-dimensional texture map, for example, the texture coordinates range from 0.0 to 1.0 in both directions, but the coordinates of the items being textured can be anything. For the brick-wall example, if the wall is square and meant to represent one copy of
the texture, the code would probably assign texture coordinates (0, 0), (1, 0),
(1, 1), and (0, 1) to the four corners of the wall. If the wall is large, you might
want to paint several copies of the texture map on it. If you do so, the
texture map must be designed so that the bricks on the left edge match up
nicely with the bricks on the right edge, and similarly for the bricks on the
top and those on the bottom.

You must also indicate how texture coordinates outside the range [0.0, 1.0]
should be treated. Do the textures repeat to cover the object, or are they
damped to a boundary value?

A Sample Program

One of the problems with showing sample programs to illustrate texture
mapping is that interesting textures are large. Typically, textures are read
from an image file, since specifying a texture programmatically could take
hundreds of lines of code. In Example 9-1, the texture—which consists of
alternating white and black squares, like a checkerboard—is generated by
the program. The program applies this texture to two squares, which are
then rendered in perspective, one of them facing the viewer squarely and
the other tilting back at 45 degrees, as shown in Figure 9-2. In object
coordinates, both squares are the same size.

![Texture-Mapped Squares](image)

**Figure 9-2** Texture-Mapped Squares

**Example 9-1** Texture-Mapped Checkerboard: checker.c

```c
#include <GL/gl.h>
#include <GL/glu.h>
#include <GL/glut.h>
#include <stdlib.h>
#include <stdio.h>

/* Create checkerboard texture */
```
static GLubyte checkImage[checkImageHeight][checkImageWidth][4];

static GLuint texName;

void makeCheckImage(void)
{
    int i, j, c;

    for (i = 0; i < checkImageHeight; i++) {
        for (j = 0; j < checkImageWidth; j++) {
            c = (((i&0x8)==0)^(j&0x8))==0)*255;
            checkImage[i][j][0] = (GLubyte) c;
            checkImage[i][j][1] = (GLubyte) c;
            checkImage[i][j][2] = (GLubyte) c;
            checkImage[i][j][3] = (GLubyte) 255;
        }
    }
}

void init(void)
{
    glClearColor (0.0, 0.0, 0.0, 0.0);
    glShadeModel(GL_FLAT);
    glEnable(GL_DEPTH_TEST);

    makeCheckImage();
    glPixelStorei(GL_UNPACK_ALIGNMENT, 1);

    glGenTextures(1, &texName);
    glBindTexture(GL_TEXTURE_2D, texName);

    glTexParameteri(GL_TEXTURE_2D, GL_TEXTURE_WRAP_S, GL_REPEAT);
    glTexParameteri(GL_TEXTURE_2D, GL_TEXTURE_WRAP_T, GL_REPEAT);
    glTexParameteri(GL_TEXTURE_2D, GL_TEXTURE_MAG_FILTER, GL_NEAREST);
    glTexParameteri(GL_TEXTURE_2D, GL_TEXTURE_MIN_FILTER, GL_NEAREST);
    glTexImage2D(GL_TEXTURE_2D, 0, GL_RGBA, checkImageWidth,
                 checkImageHeight, 0, GL_RGBA, GL_UNSIGNED_BYTE, checkImage);
}

void display(void)
{
    glClear(GL_COLOR_BUFFER_BIT | GL_DEPTH_BUFFER_BIT);
    glEnable(GL_TEXTURE_2D);
    glTexEnvf(GL_TEXTURE_ENV, GL_TEXTURE_ENV_MODE, GL_DECAL);

    // Other code...
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glBindTexture(GL_TEXTURE_2D, texName);
glBegin(GL_QUADS);
gTexCoord2f(0.0, 0.0); glVertex3f(-2.0, -1.0, 0.0);
gTexCoord2f(0.0, 1.0); glVertex3f(-2.0, 1.0, 0.0);
gTexCoord2f(1.0, 1.0); glVertex3f(0.0, 1.0, 0.0);
gTexCoord2f(1.0, 0.0); glVertex3f(0.0, -1.0, 0.0);
gTexCoord2f(0.0, 0.0); glVertex3f(1.0, -1.0, 0.0);
gTexCoord2f(0.0, 1.0); glVertex3f(1.0, 1.0, 0.0);
gTexCoord2f(1.0, 1.0); glVertex3f(2.41421, 1.0, -1.41421);
gTexCoord2f(1.0, 0.0); glVertex3f(2.41421, -1.0, -1.41421);
gEnd();
gFlush();
gDisable(GL_TEXTURE_2D);
}

void reshape(int w, int h)
{
    glViewport(0, 0, (GLsizei) w, (GLsizei) h);
glMatrixMode(GL_PROJECTION);
    glLoadIdentity();
    gluPerspective(60.0, (GLfloat) w/(GLfloat) h, 1.0, 30.0);
glMatrixMode(GL_MODELVIEW);
    glLoadIdentity();
    glTranslatef(0.0, 0.0, -3.6);
}

void keyboard (unsigned char key, int x, int y)
{
    switch (key) {
    case 27:
        exit(0);
        break;
    default:
        break;
    }
}

int main(int argc, char** argv)
{
    glutInit(&argc, argv);
    glutInitDisplayMode(GLUT_SINGLE | GLUT_RGB | GLUT_DEPTH);
    glutInitWindowSize(250, 250);
    glutInitWindowPosition(100, 100);
    glutCreateWindow(argv[0]);
    init();
    glutDisplayFunc(display);
glutReshapeFunc(reshape);
glutKeyboardFunc(keyboard);
glutMainLoop();
return 0;
}

The checkerboard texture is generated in the routine makeCheckImage(), and all the texture-mapping initialization occurs in the routine init().
glGenTextures() and glBindTexture() name and create a texture object for a texture image. (See “Texture Objects” on page 346.) The single, full-resolution texture map is specified by glTexImage2D(), whose parameters indicate the size of the image, type of the image, location of the image, and other properties of it. (See “Specifying the Texture” on page 326 for more information about glTexImage2D().)

The four calls to glTexParameter*() specify how the texture is to be wrapped and how the colors are to be filtered if there isn’t an exact match between pixels in the texture and pixels on the screen. (See “Repeating and Clamping Textures” on page 360 and “Filtering” on page 344.)

In display(), glEnable() turns on texturing. glTexEnv*() sets the drawing mode to GL_DECAL so that the textured polygons are drawn using the colors from the texture map (rather than taking into account what color the polygons would have been drawn without the texture).

Then, two polygons are drawn. Note that texture coordinates are specified along with vertex coordinates. The glTexCoord*() command behaves similarly to the glNormal() command. glTexCoord*() sets the current texture coordinates; any subsequent vertex command has those texture coordinates associated with it until glTexCoord*() is called again.

**Note:** The checkerboard image on the tilted polygon might look wrong when you compile and run it on your machine—for example, it might look like two triangles with different projections of the checkerboard image on them. If so, try setting the parameter GL_PERSPECTIVE_CORRECTION_HINT to GL_NICEST and running the example again. To do this, use glHint().

**Specifying the Texture**

The command glTexImage2D() defines a two-dimensional texture. It takes several arguments, which are described briefly here and in more detail in the subsections that follow. The related command for one-dimensional
textures, `glTexImage1D()`, is described in "One-Dimensional Textures" on page 335.

```c
void glTexImage2D(GLenum target, GLint level, GLint internalFormat,
                GLsizei width, GLsizei height, GLint border,
                GLenum format, GLenum type,
                const GLvoid *pixels);
```

Defines a two-dimensional texture. The `target` parameter is set to either the constant GL_TEXTURE_2D or GL_PROXY_TEXTURE_2D. You use the `level` parameter if you're supplying multiple resolutions of the texture map; with only one resolution, `level` should be 0. (See "Multiple Levels of Detail" on page 338 for more information about using multiple resolutions.)

The next parameter, `internalFormat`, indicates which of the R, G, B, and A components or luminance or intensity values are selected for use in describing the texels of an image. The value of `internalFormat` is an integer from 1 to 4, or one of thirty-eight symbolic constants. The thirty-eight symbolic constants that are also legal values for `internalFormat` are:

- GL_ALPHA
- GL_ALPHA4
- GL_ALPHA8
- GL_ALPHA12
- GL_ALPHA16
- GL_LUMINANCE
- GL_LUMINANCE4
- GL_LUMINANCE8
- GL_LUMINANCE12
- GL_LUMINANCE16
- GL_LUMINANCE_ALPHA
- GL_LUMINANCE4_ALPHA4
- GL_LUMINANCE6_ALPHA2
- GL_LUMINANCE8_ALPHA8
- GL_LUMINANCE12_ALPHA12
- GL_LUMINANCE16_ALPHA16
- GL_INTENSITY
- GL_INTENSITY4
- GL_INTENSITY8
- GL_INTENSITY12
- GL_INTENSITY16
- GL_RGB
- GL_RGB3
- GL_RGB4
- GL_RGB5
- GL_RGB8
- GL_RGB10
- GL_RGB12
- GL_RGB16
- GL_RGBA
- GL_RGBA2
- GL_RGBA4
- GL_RGBA5
- GL_RGB8

If `internalFormat` is one of the thirty-eight symbolic constants, then you are asking for specific components and perhaps the resolution of those components. For example, if `internalFormat` is GL_RGB3, you are asking that texels be 3 bits of red, 3 bits of green, and 2 bits of blue, but OpenGL is not guaranteed to deliver this. OpenGL is only obligated to choose an internal representation that closely approximates what is requested, but an exact match is usually not required. By definition, GL_LUMINANCE, GL_LUMINANCE_ALPHA, GL_RGB, and GL_RGBA are lenient, because they do not ask for a specific resolution. (For compatibility with the OpenGL release 1.0, the numeric values 1, 2, 3,
and 4, for `internalFormat`, are equivalent to the symbolic constants
`GL_LUMINANCE`, `GL_LUMINANCE_ALPHA`, `GL_RGB`, and `GL_RGBA`,
respectively.)

The `width` and `height` parameters give the dimensions of the texture
image; `border` indicates the width of the border, which is either zero (no
border) or one. (See “Using a Texture’s Borders” on page 337.) Both `width`
and `height` must have the form \(2^m+2b\), where \(m\) is a nonnegative integer
(which can have a different value for `width` than for `height`) and \(b\) is the
value of `border`. The maximum size of a texture map depends on the
implementation of OpenGL, but it must be at least 64×64 (or 66×66 with
borders).

The `format` and `type` parameters describe the format and data type of the
texture image data. They have the same meaning as they do for
`glDrawPixels()`. (See “Imaging Pipeline” on page 296.) In fact, texture
data is in the same format as the data used by `glDrawPixels()`, so the
settings of `glPixelStorei()` and `glPixelTransferi()` are applied. (In
Example 9-1, the call

```cpp
glPixelStorei(GL_UNPACK_ALIGNMENT, 1);
```

is made because the data in the example isn’t padded at the end of each
texel row.) The `format` parameter can be `GL_COLOR_INDEX`, `GL_RGB`,
`GL_RGBA`, `GL_RED`, `GL_GREEN`, `GL_BLUE`, `GL_ALPHA`,
`GL_LUMINANCE`, or `GL_LUMINANCE_ALPHA`—that is, the same
formats available for `glDrawPixels()` with the exceptions of
`GL_STENCIL_INDEX` and `GL_DEPTH_COMPONENT`.

Similarly, the `type` parameter can be `GL_BYTE`, `GL_UNSIGNED_BYTE`,
`GL_SHORT`, `GL_UNSIGNED_SHORT`, `GL_INT`, `GL_UNSIGNED_INT`,
`GL_FLOAT`, or `GL_BITMAP`.

Finally, `pixels` contains the texture-image data. This data describes the
texture image itself as well as its border.

The internal format of a texture image may affect the performance of
texture operations. For example, some implementations perform texturing
with `GL_RGBA` faster than `GL_RGB`, because the color components align
the processor memory better. Since this varies, you should check specific
information about your implementation of OpenGL.

The internal format of a texture image also may control how much memory
a texture image consumes. For example, a texture of internal format
GL_RGBA8 uses 32 bits per texel, while a texture of internal format
GL_R3_G3_B2 only uses 8 bits per texel. Of course, there is a corresponding
trade-off between memory consumption and color resolution.

**Note:** Although texture-mapping results in color-index mode are
undefined, you can still specify a texture with a GL_COLOR_INDEX
image. In that case, pixel-transfer operations are applied to convert
the indices to RGBA values by table lookup before they're used to
form the texture image.

The number of texels for both the width and height of a texture image, not
including the optional border, must be a power of 2. If your original image
does not have dimensions that fit that limitation, you can use the OpenGL
Utility Library routine `gluScaleImage()` to alter the size of your textures.

```c
int gluScaleImage(GLenum format, GLint widthin, GLint heightin,
                  GLenum typein, const void *datain, GLint widthout,
                  GLint heightout, GLenum typeout, void *dataout);
```

Scales an image using the appropriate pixel-storage modes to unpack the
data from `datain`. The `format`, `typein`, and `typeout` parameters can refer to
any of the formats or data types supported by `glDrawPixels()`. The image
is scaled using linear interpolation and box filtering (from the size
indicated by `widthin` and `heightin` to `widthout` and `heightout`), and the
resulting image is written to `dataout`, using the pixel GL_PACK* storage
modes. The caller of `gluScaleImage()` must allocate sufficient space for
the output buffer. A value of 0 is returned on success, and a GLU error
code is returned on failure.

The framebuffer itself can also be used as a source for texture data.
`glCopyTexImage2D()` reads a rectangle of pixels from the framebuffer and
uses it for a new texture.

```c
void glCopyTexImage2D(GLenum target, GLint level,
                      GLint internalFormat,
                      GLint x, GLint y, GLsizei width, GLsizei height,
                      GLint border);
```

Creates a two-dimensional texture, using framebuffer data to define the
texels. The pixels are read from the current GL_READ_BUFFER and are
processed exactly as if `glCopyPixels()` had been called but stopped before
final conversion. The settings of `glPixelTransfer()` are applied.
The `target` parameter must be set to the constant `GL_TEXTURE_2D`. The `level`, `internalFormat`, and `border` parameters have the same effects that they have for `glTexImage2D()`. The texture array is taken from a screen-aligned pixel rectangle with the lower-left corner at coordinates specified by the `(x, y)` parameters. The `width` and `height` parameters specify the size of this pixel rectangle. Both `width` and `height` must have the form $2^{m+2}b$, where $m$ is a nonnegative integer (which can have a different value for `width` than for `height`) and $b$ is the value of `border`.

The next sections give more detail about texturing, including the use of the `target`, `border`, and `level` parameters. The `target` parameter can be used to accurately query the size of a texture (by creating a texture proxy with `glTexImage2D()`) and whether a texture possibly can be used within the texture resources of an OpenGL implementation. Redefining a portion of a texture is described in "Replacing All or Part of a Texture Image" on page 332. One-dimensional textures are discussed in "One-Dimensional Textures" on page 335. The texture border, which has its size controlled by the `border` parameter, is detailed in "Using a Texture’s Borders" on page 337. The `level` parameter is used to specify textures of different resolutions and is incorporated into the special technique of mipmapping, which is explained in "Multiple Levels of Detail" on page 338. Mipmapming requires understanding how to filter textures as they’re applied; filtering is the subject of "Filtering" on page 344.

One-Dimensional Textures

Sometimes a one-dimensional texture is sufficient—for example, if you’re drawing textured bands where all the variation is in one direction. A one-dimensional texture behaves like a two-dimensional one with `height = 1`, and without borders along the top and bottom. All the two-dimensional texture and subtexture definition routines have corresponding one-dimensional routines. To create a simple one-dimensional texture, use `glTexImage1D()`.

```c
void glTexImage1D(GLenum target, GLint level, GLint internalFormat, GLsizei width, GLint border, GLenum format, GLenum type, const GLvoid *pixels);
```

Defines a one-dimensional texture. All the parameters have the same meanings as for `glTexImage2D()`, except that the image is now a one-dimensional array of texels. As before, the value of `width` is $2^m$ (or $2^{m+2}$, if there’s a border), where $m$ is a nonnegative integer. You can supply mipmaps, proxies (set `target` to `GL_PROXY_TEXTURE_1D`), and the same filtering options are available as well.

For a sample program that uses a one-dimensional texture map, see Example 9-6 on page 365.
Texture Objects

Texture objects are an important new feature in release 1.1 of OpenGL. A texture object stores texture data and makes it readily available. You can now control many textures and go back to textures that have been previously loaded into your texture resources. Using texture objects is usually the fastest way to apply textures, resulting in big performance gains, because it is almost always much faster to bind (reuse) an existing texture object than it is to reload a texture image using glTexImage2D().

Also, some implementations support a limited working set of high-performance textures. You can use texture objects to load your most often used textures into this limited area.

To use texture objects for your texture data, take these steps.

1. Generate texture names.
2. Initially bind (create) texture objects to texture data, including the image arrays and texture properties.

3. If your implementation supports a working set of high-performance textures, see if you have enough space for all your texture objects. If there isn’t enough space, you may wish to establish priorities for each texture object so that more often used textures stay in the working set.

4. Bind and rebind texture objects, making their data currently available for rendering textured models.

Naming A Texture Object

Any nonzero unsigned integer may be used as a texture name. To avoid accidentally reusing names, consistently use glGenTextures() to provide unused texture names.

```c
void glGenTextures(GLsizei n, GLuint *textureNames);
```

Returns n currently unused names for texture objects in the array textureNames. The names returned in textureNames do not have to be a contiguous set of integers.

The names in textureNames are marked as used, but they acquire texture state and dimensionality (1D or 2D) only when they are first bound.

Zero is a reserved texture name and is never returned as a texture name by glGenTextures().

gIsTexture() determines if a texture name is actually in use. If a texture name was returned by glGenTextures() but has not yet been bound (calling glBindTexture() with the name at least once), then gIsTexture() returns GL_FALSE.

```c
GLboolean gIsTexture(GLuint textureName);
```

Returns GL_TRUE if textureName is the name of a texture that has been bound and has not been subsequently deleted. Returns GL_FALSE if textureName is zero or textureName is a nonzero value that is not the name of an existing texture.
Creating and Using Texture Objects

The same routine, `glBindTexture()`, both creates and uses texture objects. When a texture name is initially bound (used with `glBindTexture()`), a new texture object is created with default values for the texture image and texture properties. Subsequent calls to `glTexImage2D()`, `glTexSubImage2D()`, `glCopyTexImage2D()`, `glCopyTexSubImage2D()`, `glTexParameter*()`, and `glPrioritizeTextures()` store data in the texture object. The texture object may contain a texture image and associated mipmap images (if any), including associated data such as width, height, border width, internal format, resolution of components, and texture properties. Saved texture properties include minification and magnification filters, wrapping modes, border color, and texture priority.

When a texture object is subsequently bound once again, its data becomes the current texture state. (The state of the previously bound texture is replaced.)

```c
void glBindTexture(GLenum target, GLuint textureName);
```

`glBindTexture()` does three things. When using `textureName` of an unsigned integer other than zero for the first time, a new texture object is created and assigned that name. When binding to a previously created texture object, that texture object becomes active. When binding to a `textureName` value of zero, OpenGL stops using texture objects and returns to the unnamed default texture.

When a texture object is initially bound (that is, created), it assumes the dimensionality of `target`, which is either GL_TEXTURE_1D or GL_TEXTURE_2D. Immediately upon its initial binding, the state of texture object is equivalent to the state of the default GL_TEXTURE_1D or GL_TEXTURE_2D (depending upon its dimensionality) at the initialization of OpenGL. In this initial state, texture properties such as minification and magnification filters, wrapping modes, border color, and texture priority are set to their default values.

In Example 9-5, two texture objects are created in `init()`. In `display()`, each texture object is used to render a different four-sided polygon.

**Example 9-5** Binding Texture Objects: `texbind.c`

```c
#define checkImageWidth 64
#define checkImageHeight 64
static char checkImage[checkImageHeight][checkImageWidth][4];
```

*Chapter 9: Texture Mapping*
static GLubyte otherImage[checkImageHeight][checkImageWidth][4];

static GLuint texName[2];

void makeCheckImages(void)
{
    int i, j, c;

    for (i = 0; i < checkImageHeight; i++) {
        for (j = 0; j < checkImageWidth; j++) {
            c = (((i&0x8)==0)^(j&0x8))==0)*255;
            checkImage[i][j][0] = (GLubyte) c;
            checkImage[i][j][1] = (GLubyte) c;
            checkImage[i][j][2] = (GLubyte) c;
            checkImage[i][j][3] = (GLubyte) 255;
            c = (((i&0x10)==0)^(j&0x10))==0)*255;
            otherImage[i][j][0] = (GLubyte) c;
            otherImage[i][j][1] = (GLubyte) 0;
            otherImage[i][j][2] = (GLubyte) 0;
            otherImage[i][j][3] = (GLubyte) 255;
        }
    }
}

void init(void)
{
    glClearColor (0.0, 0.0, 0.0, 0.0);
    glShadeModel(GL_FLAT);
    glEnable(GL_DEPTH_TEST);

    makeCheckImages();
    glPixelStorei(GL_UNPACK_ALIGNMENT, 1);

    glGenTextures(2, texName);
    glBindTexture(GL_TEXTURE_2D, texName[0]);
    glTexParameter(GL_TEXTURE_2D, GL_TEXTURE_WRAP_S, GL_CLAMP);
    glTexParameter(GL_TEXTURE_2D, GL_TEXTURE_WRAP_T, GL_CLAMP);
    glTexParameter(GL_TEXTURE_2D, GL_TEXTURE_M格E_FILTER, GL_NEAREST);
    glTexParameter(GL_TEXTURE_2D, GL_TEXTURE_MIN_FILTER, GL_NEAREST);
    glTexImage2D(GL_TEXTURE_2D, 0, GL_RGBA, checkImageWidth, checkImageHeight, 0, GL_RGBA, GL_UNSIGNED_BYTE, checkImage);

    glBindTexture(GL_TEXTURE_2D, texName[1]);
    glTexParameter(GL_TEXTURE_2D, GL_TEXTURE_WRAP_S, GL_CLAMP);
glTexParameteri(GL_TEXTURE_2D, GL_TEXTURE_WRAP_T, GL_CLAMP);
glTexParameteri(GL_TEXTURE_2D, GL_TEXTURE_MAG_FILTER, GL_NEAREST);
glTexParameteri(GL_TEXTURE_2D, GL_TEXTURE_MIN_FILTER, GL_NEAREST);
glTexParameterf(GL_TEXTURE_ENV, GL_TEXTURE_ENV_MODE, GL_DECAL);
glTexImage2D(GL_TEXTURE_2D, 0, GL_RGBA, checkImageWidth, checkImageHeight, 0, GL_RGBA, GL_UNSIGNED_BYTE, otherImage);
glEnable(GL_TEXTURE_2D);
}

void display(void)
{
    glClear(GL_COLOR_BUFFER_BIT | GL_DEPTH_BUFFER_BIT);
    glBindTexture(GL_TEXTURE_2D, texName[0]);
    glBegin(GL_QUADS);
    glVertex3f(-2.0, -1.0, 0.0);
    glVertex3f(-2.0, 1.0, 0.0);
    glVertex3f(2.0, 1.0, 0.0);
    glVertex3f(2.0, -1.0, 0.0);
    glEnd();
    glBindTexture(GL_TEXTURE_2D, texName[1]);
    glBegin(GL_QUADS);
    glVertex3f(2.0, 1.0, 0.0);
    glVertex3f(2.0, -1.0, 0.0);
    glVertex3f(-2.0, -1.0, 0.0);
    glVertex3f(-2.0, 1.0, 0.0);
    glEnd();
    glFlush();
}

Whenever a texture object is bound once again, you may edit the contents of the bound texture object. Any commands you call that change the texture image or other properties change the contents of the currently bound texture object as well as the current texture state.

In Example 9-5, after completion of display(), you are still bound to the texture named by the contents of texName[1]. Be careful that you don’t call a spurious texture routine that changes the data in that texture object.

When using mipmaps, all related mipmaps of a single texture image must be put into a single texture object. In Example 9-4, levels 0–5 of a mipmapmed texture image are put into a single texture object named texName.

Cleaning Up Texture Objects

As you bind and unbind texture objects, their data still sits around somewhere among your texture resources. If texture resources are limited, deleting textures may be one way to free up resources.

void glDeleteTextures(GLsizei n, const GLuint *textureNames);

Deletes n texture objects, named by elements in the array textureNames. The freed texture names may now be reused (for example, by glGenTextures()).

If a texture that is currently bound is deleted, the binding reverts to the default texture, as if glBindTexture() were called with zero for the value of textureName. Attempts to delete nonexistent texture names or the texture name of zero are ignored without generating an error.